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Abstract

Software  engineers  frequently  struggle  with
understanding the relationships between the source
code of a system and its requirements or high-level
features. These relationships are commonly referred to
as trace links. The creation and maintenance of trace
links is a largely manual, time-consuming, and error-
prone process. This paper presents STRADA
(Scenario-based TRAce Detection and Analysis) — a
tool that helps software engineers explore traces links
to source code through testing. While testing is
predominantly done to ensure the correctness of a
software system, STRADA demonstrates a vital
secondary benefit: by executing source code during
testing it can be linked to requirements and features,
thus establishing traceability automatically.

1. Introduction

Understanding the relationships between the
features of a software-intensive system (i.e.,
requirements) and its implementation (i.e., source
code) is very difficult. Software traceability aims at
defining such relationships. Trace links support
engineers in understanding complex software systems
and answer questions about completeness, conflict,
coverage, or consistency. A significant body of work
has been published about the usefulness of software
traceability [5][6][1] and the need for traceability has
expedited its way into numerous software engineering
standards and initiatives, such as ISO 15504, MDA, or
the CMMI. However, trace identification and evolution
requires significant effort [6] and is thus highly
challenging for both researchers and practitioners.

Tool support is essential for dealing with the scale
and complexity of traceability in real-world systems.
Here we present STRADA, a tool for Scenario-based
TRAce Detection and Analysis. STRADA provides
two major capabilities:
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(1) Scenario-based Trace Capture: Given a set of
features and knowledge on how to test those features,
the tool silently observes what code is being accessed
during testing. The tool then concludes that the code
accessed during the testing of a feature must
implement that feature — a trace dependency. However,
the features of a software system are typically
interwoven in the implementation (i.e., crosscutting
concerns). This is evident in two, rather common,
situations: (i) Test scenarios typically relate to more
than one feature. As a result, there is an uncertainty
about which section of the accessed code belongs to
what feature. (ii) Test scenarios often access code that
does not belong to one of its features. This is typically
the case with code that is co-located (i.e., executed
together) but otherwise independent. As a result, there
is uncertainty as to who owns any given method.

(2) Trace Analysis: STRADA helps engineers to
identify and resolve uncertainties. It does so
automatically in cases where the captured trace links
constrain one another in a way that logical
consequences  exclude  certain  feature/method
ownerships [1]. It also provides a simple but powerful
set of features to manually assist this process when the
automated approach dead ends.

We evaluated STRADA’s trace analysis capabilities
on a half dozen industrial and open-source software
systems — including the ArgoUML, GanttProject,
Siemens Route Planner, and Video-on-Demand Player.
Although not a commercial-grade product, STRADA
is the result of thorough research on scenario-based
trace analyses over the last couple of years [1][2][3][4].

2. Tool and Experiences

Figure 1 depicts a screen snapshot of the tool which
illustrates the use of STRADA while observing the
execution of the GanttProject (lower left) through the
help of the Eclipse Profiler (upper left). Both
components of the STRADA tool have their own
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The tool 1is currently
restricted to  Java-based
systems because the Trace
Capture component uses a
Java profiler included in
Eclipse. =~ However, the
approach is not restricted to
this language and would also
work if integrated with profi-
lers for other languages.
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visualizations. The Trace Capture component (middle)
is currently observing the execution of a test scenario
for the “Add Resource” feature. The Trace Analysis
component (bottom right) is visualizing the current
knowledge on feature-to-code mapping in form of a
trace matrix.

STRADA can be applied to any software system
that can be observed during execution. It does not
necessarily require source code, though source code
allows point-inspections to clarify uncertainties. The
use in distributed environments is limited to the ability
of the profiler. When working with STRADA one has
to be aware of the limitations of profilers which
monitor the execution but neither understand the code
they observe nor a system’s features. During testing,
profilers are unable to detect whether a steam of
method invocations are logically connected or belong
to separate requirements/feature that just happen to be
executed at the same time.
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